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# **Введение**

Цель работы – получить практический опыт парного программирования и разработки модульной структуры программы.

Задачи:

1) выявить практическую значимость проектируемого программного средства (далее – ПС) (с точки зрения использования, с точки зрения развития продуктов большего масштаба)

2) обосновать функции разрабатываемого программного средства и варианты его использования (какие задачи позволит решить и кому);

3) спроектировать модульную структуру программного средства (структура классов: данные и методы);

4) описание нескольких алгоритмов методов отвечающие непосредственно за решение поставленной задачи;

5) разработать программное средство в среде Visual Studio.

# **1. Практическая значимость программного средства**

Для чего разрабатывается ПС?

Данная программа предназначена для учета продаж мобильных телефонов в магазине. Она позволяет вести контроль за товарами, анализировать объемы продаж за различные периоды и формировать отчеты.

Использование программы упрощает процесс ведения учета, снижает вероятность ошибок, возникающих при ручном вводе данных, и ускоряет анализ продаж, что важно для эффективного управления магазином.

Система автоматически загружает данные из файлов, вычисляет остатки товаров, формирует отчеты о проданных устройствах и стоимости продаж за указанный период.

Кто пользователи данного ПС?

1.Менеджеры магазинов – анализируют продажи, выявляют популярные модели, оценивают спрос.

2.Продавцы – проверяют наличие товара перед продажей.

3.Владельцы бизнеса – оценивают прибыльность продаж, строят стратегию закупок.

Программа предназначена для небольших и средних магазинов, торгующих мобильными устройствами. Она помогает автоматизировать процессы учета, что особенно важно при большом количестве товаров.

Если бы данного ПС не было, то…

•Приходилось бы вести учет продаж вручную, например, в таблицах Excel. Это требует больше времени и повышает риск ошибок.

•Сложнее было бы быстро узнать остатки товара, особенно при большом ассортименте.

•Анализ продаж за период (день, неделю, месяц) потребовал бы дополнительных расчетов.

# **2. Функциональные требования к программному средству**

Программа для учета продаж мобильных телефонов должна обеспечивать выполнение следующих функций:

1. Основные возможности ПС:

Функции необходимо пронумеровать

• Загрузка данных о товарах

Программа загружает список товаров из файла. Каждый товар содержит:

• Марку (бренд) – название производителя (например, Samsung, Apple).

• Модель – конкретная модель телефона.

• Цену за единицу – стоимость одной единицы товара.

• Категорию – тип устройства (например, “смартфон”, “кнопочный телефон”).

Рисунок 1 - Пример файла с товарами (products.txt):
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Что за пятое поле с числом в этом формате? Не описано

Как пользователь может воспользоваться данной функцией:

1. Программа автоматически загружает данные о товарах при запуске.

Где должен храниться данный файл? Как называться?

2. Если файл отсутствует или содержит ошибки, программа сообщает об этом и предлагает повторить загрузку.

Описать возможные ошибочные сценарии и конкретные сообщения об ошибках в этих ситуациях

Программа загружает информацию о продажах за разные даты. Каждая запись о продаже содержит:

• Марку – производитель устройства.

• Модель – название модели.

• Дату продажи – день, когда товар был продан.

• Количество проданных единиц – сколько единиц продано за раз.

Рисунок 2 - Пример файла с продажами (sales.txt):

![](data:image/png;base64,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)

Как пользователь может воспользоваться данной функцией:

1.Программа загружает данные автоматически при запуске.

2.Если файл отсутствует, программа выдаст сообщение и предложит указать путь к файлу вручную.

3.Если формат файла неверный (например, текст вместо чисел), программа сообщит об ошибке и выделит красным цветом некорректные строки.

Такие же замечания и по этой функции. Нужно описать четкие требования к месту хранения файла, к его названию, а также описать возможные ошибочные сценарии и реакцию программы на них

Пользователь может выбрать временной интервал (от дд-мм-гггг до дд-мм-гггг), и программа выдаст список проданных товаров с указанием их количества и дат продаж.

Вывод программы в ответ на запрос пользователя:

Введите начальную дату (гггг-мм-дд): 2024-01-01

Введите конечную дату (гггг-мм-дд): 2024-01-31

Отчет о продажах за период с 2024-01-01 по 2024-01-31:

Samsung Galaxy S21 - 2 шт. Дата: 2024-01-10

Apple iPhone 13 - 1 шт. Дата: 2024-01-15

Пользователь устанавливает дату начала и конца с помощью элементов ~~DateTimePicker (dtpStart и dtpEnd). После этого нажимает кнопку “Сформировать отчет”, и данные выводятся в таблицу dgvSales.~~ (У нас консольное приложение)

Программа позволяет сохранить отчет о продажах в текстовый файл для дальнейшего использования.

Структура файла (sales\_report.txt):

Отчет о продажах за период с 2024-01-01 по 2024-01-31:

Samsung Galaxy S21 - 2 шт. Дата: 2024-01-10

Apple iPhone 13 - 1 шт. Дата: 2024-01-15

~~Сохранение осуществляется через стандартное диалоговое окно SaveFileDialog. Пользователь выбирает путь и имя файла, после чего программа сохраняет файл в формате .txt.~~ (У нас консольное приложение)

После успешного сохранения выводится уведомление:

“Отчет сохранен!” (куда?)

Если файл не удалось сохранить, программа сообщает пользователю:

Ошибка: не удалось сохранить отчет. Проверьте доступ к папке.

Пользователь может выбрать другой путь или повторить попытку.

~~2. Взаимодействие пользователя с программой:~~

~~Программа работает в графическом режиме. Основные элементы управления:~~

~~• Меню (MenuStrip): загрузка товаров и продаж, вывод остатков;~~

~~• Кнопки: btnGenerateReport, btnSaveReport, btnShowStock;~~

~~• Таблицы: dgvProducts, dgvSales, dgvStock;~~

~~• Датафильтры: dtpStart, dtpEnd.~~

Пример сценария работы:

1. Пользователь запускает программу;

2. Загружает список товаров;

3. Загружает список продаж;

4. Нажимает “Показать остатки”, чтобы увидеть текущие остатки; (функция не описана!)

5. Устанавливает диапазон дат и нажимает “Сформировать отчет”;

6. По желанию сохраняет отчет в файл.

3. ~~Ошибки и валидация данных:~~ (описать реакцию программы на ошибки в каждом отдельном требовании. Никаких ссылок на классы в требованиях быть не должно. Они должны быть понятны как разработчику, так и заказчику)

~~Для повышения надёжности загружаемых данных в проекте реализован специальный класс SalesFileValidator.~~

~~Этот класс содержит методы LoadProductFileWithValidation() и LoadSalesFileWithValidation(), которые построчно проверяют корректность содержимого файлов.~~

~~Проверяются следующие параметры:~~

~~• Количество столбцов (должно быть строго 5 для товаров, 4 — для продаж);~~

~~• Корректность типов данных (дата, цена, количество);~~

~~• Формат строки (разделитель — ;).~~

~~Каждая строка обрабатывается и превращается в объект ParsedLine, в котором указывается:~~

~~• Сама строка (RawLine);~~

~~• Валидна ли она (IsValid);~~

~~• Сообщение об ошибке, если оно есть (ErrorMessage).~~

# **3. Модульная структура проектируемого программного средства**

Рисунок 2 – Диаграмма классов

Программное средство построено на основе модульной структуры, включающей несколько классов, каждый из которых выполняет строго определенные функции. Это обеспечивает удобство расширения, поддержку кода и его повторное использование.

**Структура классов:**

Программа состоит из следующих основных классов:

• Product — представляет собой модель товара. Содержит свойства:

Brand (марка), Model (модель), Price (цена), Category (категория товара), Quantity (количество на складе).

Используется для хранения данных о товарах, загружаемых из файла.

• Sale — модель одной продажи. Содержит свойства:

Brand, Model, SaleDate (дата продажи), Quantity (количество проданных единиц).

Используется для фильтрации продаж по дате и формирования отчётов.

• Store — основной класс бизнес-логики. Содержит коллекции List<Product> и List<Sale>, а также методы:

• LoadProducts(string filePath) — загрузка товаров из файла;

• LoadSales(string filePath) — загрузка продаж из файла;

• CalculateStock() — расчёт остатков товаров;

• GetSalesReport(DateTime start, DateTime end) — формирование отчёта по продажам за выбранный период.

• ReportGenerator — отвечает за экспорт отчёта. Содержит метод:

GenerateReport(List<Sale> sales, string filePath) — сохраняет отчёт о продажах в текстовый файл.

• SalesFileValidator — осуществляет проверку корректности строк в файлах товаров и продаж. Содержит методы:

• LoadProductFileWithValidation(string filePath)

• LoadSalesFileWithValidation(string filePath)

Оба метода возвращают список объектов ParsedLine, где указано, является ли строка корректной и какое сообщение об ошибке при необходимости.

• ParsedLine — вспомогательный класс для хранения результата валидации строки. Содержит:

RawLine (исходная строка), IsValid (логическое значение корректности), ErrorMessage (сообщение об ошибке).

• ProductStock — используется для отображения остатков на складе. Содержит свойства:

Brand, Model, RemainingQuantity — рассчитанное количество оставшихся единиц товара.

• Form1 — основная форма пользовательского интерфейса (Windows Forms). Содержит:

• элементы управления: btnGenerateReport, btnSaveReport, dtpStart, dtpEnd, dgvProducts, dgvSales, MenuStrip;

• обработчики событий для загрузки файлов, формирования и сохранения отчётов.

• Form2 — дополнительная форма, используемая для отображения остатков товаров. Содержит таблицу dgvStock и меню для сохранения остатков в файл.

**Описание классов и их методов:**

Класс Product

Модель, описывающая товар. Содержит следующие свойства:

• Brand — строка, представляющая марку товара;

• Model — строка, указывающая модель телефона;

• Price — значение типа decimal, представляющее цену товара;

• Category — строка, обозначающая категорию (например, “смартфон”);

• Quantity — целое число, указывающее количество на складе.

Класс Sale

Используется для представления информации о продаже. Включает:

• Brand — марка проданного товара;

• Model — модель телефона;

• SaleDate — дата продажи (DateTime);

• Quantity — количество проданных единиц (int).

Класс Store

Центральный класс, управляющий логикой загрузки, хранения и анализа данных.

• List<Product> Products — список всех товаров;

• List<Sale> Sales — список всех продаж.

Методы:

• LoadProducts(string filePath) — загружает товары из файла;

• LoadSales(string filePath) — загружает продажи;

• CalculateStock() — рассчитывает остатки товаров по каждой модели на основе разницы между количеством и продажами. Возвращает список ProductStock;

• GetSalesReport(DateTime start, DateTime end) — фильтрует список продаж по указанному диапазону дат и возвращает соответствующий список Sale.

Класс ProductStock

Представляет собой результат анализа остатков. Свойства:

• Brand, Model — марка и модель товара;

• RemainingQuantity — рассчитанный остаток (если значение отрицательное, возвращается 0).

Класс ReportGenerator

Отвечает за формирование текстового отчёта.

Метод:

• GenerateReport(List<Sale> sales, string filePath) — записывает список продаж в указанный текстовый файл в читабельном формате.

Класс SalesFileValidator

Осуществляет расширенную валидацию данных при загрузке. Позволяет определить ошибочные строки и их причины.

Методы:

• LoadProductFileWithValidation(string filePath) — построчная загрузка и проверка файла товаров.

• LoadSalesFileWithValidation(string filePath) — построчная загрузка и проверка файла продаж.

Оба метода возвращают список ParsedLine, содержащий информацию о валидности строки.

Класс ParsedLine

Служебная модель для хранения результата проверки строки.

Свойства:

• RawLine — исходная строка из файла;

• IsValid — результат проверки (true / false);

• ErrorMessage — сообщение об ошибке (если есть).

Класс Form1

Основная форма интерфейса пользователя.

Содержит:

• Элементы управления: кнопки (btnGenerateReport, btnSaveReport), поля выбора даты (dtpStart, dtpEnd), таблицы (dgvProducts, dgvSales), меню (MenuStrip);

• Обработчики событий:

• Загрузка списка товаров и продаж через OpenFileDialog;

• Построение отчета и отображение его в таблице;

• Сохранение отчета в файл.

Класс Form2

Вспомогательная форма для отображения остатков на складе.

Содержит:

• Таблицу dgvStock для вывода рассчитанных остатков;

• Меню с пунктом сохранения остатков в файл (SaveFileDialog);

• Метод LoadStockData() — инициализирует данные в таблице.

**Взаимосвязь классов:**

Центральным элементом программы является класс Store, который отвечает за работу с товарами и продажами. Он содержит два списка: List<Product> для хранения данных о доступных товарах и List<Sale> — для учета всех продаж. Через методы LoadProducts() и LoadSales() осуществляется загрузка информации из текстовых файлов, на основе которых формируются соответствующие объекты классов Product и Sale.

Для анализа данных и вывода отчётов Store взаимодействует с другими классами. Метод CalculateStock() позволяет рассчитать остатки товаров на складе, сравнивая количество поступивших товаров и количество проданных единиц. Результат возвращается в виде списка объектов класса ProductStock, который отображается в отдельной форме Form2.

Если пользователь хочет получить отчёт о продажах за определённый период, программа запрашивает начальную и конечную дату. Затем вызывается метод GetSalesReport(), который фильтрует список продаж по заданному диапазону. Полученный список передаётся в метод GenerateReport() класса ReportGenerator, который сохраняет данные в текстовый файл. Таким образом, отчёт формируется отдельно от основной логики приложения, что повышает удобство поддержки кода.

Перед загрузкой данных может использоваться класс SalesFileValidator, который выполняет проверку структуры и содержимого файлов товаров и продаж. Он определяет наличие всех обязательных полей, проверяет правильность форматов и типов данных. Это позволяет заранее исключить некорректные строки и избежать ошибок при создании объектов.

Также в программе используются формы Form1 и Form2. Form1 является основной формой интерфейса, где размещены элементы управления — кнопки, таблицы и выпадающие меню. Через неё пользователь может загружать данные, формировать отчёт и сохранять его. Form2 используется исключительно для отображения остатков на складе.

**Логика работы классов:**

1. Создание объектов

• При запуске программы создаётся объект класса Store, который хранит список товаров (Product) и список продаж (Sale).

2. Загрузка данных

• Пользователь выбирает пункт меню «Загрузить товары».

• Вызывается Store.LoadProducts(filePath), который читает файл и добавляет товары в список.

• Пользователь выбирает пункт «Загрузить продажи».

• Вызывается Store.LoadSales(filePath), который создаёт список продаж на основе файла.

3. Валидация входных данных

• Используется SalesFileValidator, где:

• LoadProductFileWithValidation() проверяет структуру и типы в файле товаров;

• LoadSalesFileWithValidation() делает то же самое для файла продаж;

• Некорректные строки помечаются с пояснением (ParsedLine).

4. Просмотр остатков

• При нажатии «Показать остатки»:

• Вызывается Store.CalculateStock() — считает остатки товаров;

• Данные передаются на форму Form2, где отображаются в таблице dgvStock.

5. Формирование отчёта

• Пользователь выбирает диапазон дат (dtpStart, dtpEnd);

• Вызывается Store.GetSalesReport(start, end) — возвращает продажи за период;

• Результат отображается в таблице dgvSales на форме Form1.

6. Сохранение отчёта

• Нажимается кнопка «Сохранить отчёт»;

• Метод ReportGenerator.GenerateReport(sales, filePath) сохраняет отчёт в текстовый файл;

• Выводится сообщение об успешном сохранении.

7. Работа с формами

• Form1 управляет загрузкой данных, формированием и сохранением отчётов;

• Form2 — отдельная форма, отвечающая за отображение остатков.

# **4. Описание алгоритмов**

**Требуется внести к пояснениям алгоритмов блок-схемы алгоритмов**

В данном разделе описаны ключевые алгоритмы, реализованные в программном средстве. Минимальное требование – два алгоритма, непосредственно решающих поставленные задачи. В программе используются алгоритмы: алгоритм вычисления остатков товаров на складе, алгоритм формирования отчета о продажах за указанный период

Каждый алгоритм будет описан пошагово, с пояснением его работы.

**Алгоритм вычисления остатков товаров на складе:**

Назначение:

Данный алгоритм позволяет определить количество оставшихся товаров на складе, учитывая проданные единицы.

Исходные данные: список товаров, загруженный из файла (марка, модель, цена, категория). Список продаж, содержащий информацию о проданных товарах (марка, модель, дата, количество).

**Невозможно на основе представленной исходной информации произвести расчет остатка на складе!!! Алгоритм нереализуем. Требуется привести описание реализуемого алгоритма**

Описание алгоритма:

Алгоритм вычисления остатков товаров проходит по всему списку товаров, устанавливая начальное количество (как, если этой информации нет???) каждого товара. Затем он проверяет, имеются ли продажи этой модели в списке продаж, суммируя количество проданных единиц. После этого рассчитывается остаток путем вычитания проданного количества из общего запаса. Итоговые данные выводятся на экран, включая название товара, его цену и оставшееся количество.

Псевдокод алгоритма:

Для каждого товара в списке товаров:

Установить sold = 0 (количество проданных единиц)

Для каждой продажи в списке продаж:

Если модель товара совпадает с моделью в продаже:

Увеличить sold на количество проданных единиц

Вычислить остаток: stock = начальное количество - sold

Вывести марку, модель, цену и остаток

**Алгоритм формирования отчета о продажах за указанный период:**

Назначение:

Данный алгоритм фильтрует продажи по заданному диапазону дат и формирует отчет.

Исходные данные: список продаж (марка, модель, дата продажи, количество). Две даты, введенные пользователем (начальная и конечная).

Описание алгоритма:

Алгоритм формирования отчета сначала запрашивает у пользователя начальную и конечную дату, после чего проверяет корректность введенных данных. Затем он перебирает список продаж и отбирает те, что попадают в указанный диапазон. Если такие продажи есть, их список выводится в консоль или передается в модуль сохранения отчета, иначе программа уведомляет пользователя о том, что за данный период продаж не было.

Псевдокод алгоритма:

Запросить начальную и конечную дату у пользователя

Если начальная дата больше конечной:

Вывести сообщение об ошибке

Запросить ввод заново

Создать пустой список reportSales

Для каждой продажи в списке продаж:

Если дата продажи находится в заданном диапазоне:

Добавить продажу в reportSales

Если reportSales не пуст:

Вывести продажи в консоль

Иначе: вывести сообщение "Продаж за указанный период нет"

**Графическое представление алгоритмов:**

Блок-схема алгоритма вычисления остатков товаров.

Конец

Обрабатываем следующий товар

Выводим информацию

Вычисляем остаток

Ищем продажи данного товара и суммируем

Перебираем товары

Загружаем список товаров и продаж

Рисунок 1 - Блок-схема алгоритма вычисления остатков товаров

Блок-схема не соответствует стандарту. В рамках блок-схемы должны быть выделенные структурные элементы программы: начало, конец, блоки операций, блоки условий и циклов. Перебор товаров, очевидно, должен быть отображен на блок-схеме циклом

Блок схема алгоритма формирования отчета о продажах.

Вывести отчет в консоль

Вывести сообщение, что продаж нет

Нет

Да ДаДДДадапвоарворпаоравполрваопрварповалравпДа

Проверить, есть ли продажи в отчете?

Добавить продажу в отчет, если они в диапазоне дат

Вывести сообщение об ошибке

Перебрать продажи за указанный период

Нет

Да

Даты корректны?

Проверить корректность введённых данных

Запросить начальную и конечную дату

Рисунок 2 - Блок схема алгоритма формирования отчета о продажах

Блок-схема не соответствует стандарту. В рамках блок-схемы должны быть выделенные структурные элементы программы: начало, конец, блоки операций, блоки условий и циклов. Условия нарисованы неверно

# **5. Разработка проекта в Visual Studio C#**

**Буду изучать раздел после того, как внесем изменения по комментариям в разделах 2 – 3 – 4. Он должен соотноситься с тем, что описано выше**

Разрабатываемое программное средство было реализовано в среде Visual Studio C#. Оно представляет собой консольное приложение, которое позволяет загружать данные о товарах и продажах, отображать остатки товаров на складе, формировать отчеты о продажах за заданный период и сохранять их в текстовые файлы.

**Описание структуры проекта**

Проект состоит из следующих файлов:

• Program.cs – основной файл, содержащий точку входа и консольное меню для взаимодействия с пользователем.

• Product.cs – класс, описывающий товар (марка, модель, цена, категория).

• Sale.cs – класс, содержащий информацию о продаже (марка, модель, дата продажи, количество).

• Store.cs – основной класс для управления товарами и продажами, содержащий методы загрузки данных, расчета остатков и формирования отчетов.

• ReportGenerator.cs – класс, отвечающий за сохранение отчетов о продажах в файл.

**Реализация ключевых методов**

Основные функции программы реализованы в классе Store. Ниже приведены фрагменты кода, демонстрирующие работу ключевых методов.

Метод загрузки товаров из файла:

public void LoadProducts(string filePath)

{ if (!File.Exists(filePath)) { Console.WriteLine($"Ошибка: Файл {filePath} не найден!"); return; } foreach (var line in File.ReadLines(filePath)) { var parts = line.Split(';'); if (parts.Length != 4 || !decimal.TryParse(parts[2], out decimal price))

{ Console.WriteLine($"Ошибка в строке: {line}"); continue; } Products.Add(new Product { Brand = parts[0], Model = parts[1], Price = price, Category = parts[3] });

} }

Этот метод проверяет существование файла, загружает данные, обрабатывает ошибки ввода и формирует список товаров.

Метод вычисления остатков товаров:

public void ShowStock(){ Console.WriteLine("Остатки товаров:"); foreach (var product in Products) { int sold = Sales.Where(s => s.Model == product.Model).Sum(s => s.Quantity); Console.WriteLine($"{product.Brand} {product.Model} - Цена: {product.Price} руб. Остаток: {sold} шт."); } }

Метод анализирует продажи и рассчитывает, сколько единиц каждого товара осталось в наличии.

Метод формирования отчета о продажах:

public List<Sale> GetSalesReport(DateTime start, DateTime end) { return Sales.Where(s => s.SaleDate >= start && s.SaleDate <= end).ToList(); }

Метод фильтрует список продаж, выбирая только те, которые произошли в заданный период.

Метод сохранения отчета в файл:

public static void GenerateReport(List<Sale> sales, string filePath) { using (StreamWriter sw = new StreamWriter(filePath)) { sw.WriteLine("Отчет о продажах:"); foreach (var sale in sales) { sw.WriteLine($"{sale.Brand} {sale.Model} - {sale.Quantity} шт. Дата: {sale.SaleDate}"); } } Console.WriteLine($"Отчет сохранен в файл {filePath}"); }

Этот метод записывает список продаж в текстовый файл.

**Работа с консольным меню**

Пользователь взаимодействует с программой через консольное меню в Program.cs. Пример интерфейса:

while (true)

{

Console.WriteLine("\nВыберите действие:");

Console.WriteLine("1 - Показать остатки товаров");

Console.WriteLine("2 - Сформировать отчет о продажах");

Console.WriteLine("3 - Сохранить отчет в файл");

Console.WriteLine("4 - Выход");

string choice = Console.ReadLine();

if (choice == "1") { store.ShowStock(); } else if (choice == "2") {

Console.Write("Введите начальную дату (гггг-мм-дд): ");

DateTime start = DateTime.Parse(Console.ReadLine());

Console.Write("Введите конечную дату (гггг-мм-дд): ");

DateTime end = DateTime.Parse(Console.ReadLine());

var report = store.GetSalesReport(start, end);

foreach (var sale in report)

{

Console.WriteLine($"{sale.Brand} {sale.Model} - {sale.Quantity} шт. Дата: {sale.SaleDate}");

}

}

else if (choice == "3")

{

Console.Write("Введите начальную дату (гггг-мм-дд): ");

DateTime start = DateTime.Parse(Console.ReadLine());

Console.Write("Введите конечную дату (гггг-мм-дд): ");

DateTime end = DateTime.Parse(Console.ReadLine());

Console.Write("Введите имя файла: ");

string filePath = Console.ReadLine();

ReportGenerator.GenerateReport(store.GetSalesReport(start, end), filePath);

} else if (choice == "4") { break; } else { Console.WriteLine("Ошибка: неверный ввод!"); } }

Это консольное меню позволяет пользователю выбирать действия: просмотр остатков, формирование отчета или его сохранение в файл.

**Тестирование программы**

Программа была протестирована в нескольких сценариях:

1. Корректная загрузка данных – проверена обработка файлов с товарами и продажами.

2. Вывод остатков – проверено вычисление количества оставшихся товаров.

3. Фильтрация по дате – успешно сформированы отчеты за разные периоды.

4. Обработка ошибок – протестированы случаи отсутствия файлов, некорректного ввода данных и пустых продаж.

Пример работы программы в консоли:

Выберите действие:

1 - Показать остатки товаров

2 - Сформировать отчет о продажах

3 - Сохранить отчет в файл

4 - Выход

> 1

Остатки товаров:

Samsung Galaxy S21 - Цена: 49999 руб. Остаток: 5 шт.

Apple iPhone 13 - Цена: 79999 руб. Остаток: 3 шт.

Выберите действие:

> 2

Введите начальную дату (гггг-мм-дд): 2024-01-01

Введите конечную дату (гггг-мм-дд): 2024-01-31

Samsung Galaxy S21 - 2 шт. Дата: 2024-01-10

Apple iPhone 13 - 1 шт. Дата: 2024-01-15

5. Вывод

Разработанное программное средство позволяет автоматизировать учет продаж мобильных телефонов. Оно загружает данные из файлов, отображает остатки товаров, формирует отчеты по продажам за любой период и сохраняет их в текстовые файлы. Благодаря модульной структуре программа легко расширяется, а использование консольного интерфейса делает ее простой в использовании.